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F r o m  t h e  E d i t o r

Steve McConnell

Many software practitioners think of software en-
gineering knowledge almost exclusively as knowl-
edge of specific technologies: Java, Perl, HTML, C++,
Linux, Windows NT, and so on. Knowledge of specific
technology details is necessary to perform computer
programming. If someone assigns you to write a pro-
gram in C++, you have to know something about
C++ to get your program to work.

You often hear people say that software devel-
opment knowledge has a three-year half-life: half of
what you need to know today will be obsolete
within three years. In the domain of technology-
related knowledge, that’s probably about right. But
there is another kind of software development
knowledge that is likely to serve a professional pro-
grammer throughout his or her career.

ESSENCE AND ACCIDENT

In 1987, Fred Brooks published an influential ar-
ticle, “No Silver Bullets—Essence and Accident in
Software Engineering” (Computer, April 1987). Its
main contention was that no single tool or method-
ology—no “silver bullet”—portended a 10-to-1 im-
provement in productivity over the next decade. The
reasoning behind that claim is highly relevant to the
distinction between technology knowledge and
software engineering principles.

In using the words “essence” and “accident,”
Brooks drew on an ancient philosophical tradition
of distinguishing between “essential”and “acciden-
tal” properties. Essential properties are those prop-
erties that a thing must have to be that thing: A car
must have an engine, wheels, and a transmission in
order to be a car. These are essential properties. A
car might or might not have a V8 or a V6, studded
snow tires or racing slicks, an automatic or a man-
ual transmission. These are “accidental” properties,

the properties that arise by happenstance and do
not affect the basic “car-ness” of the car.

According to Brooks, the most difficult work of
software development is not that of representing
the concepts faithfully in a specific computer pro-
gramming language (coding) or checking the fi-
delity of that representation (testing). That is the ac-
cidental part of software engineering.

The essence of software engineering, Brooks ar-
gued, consists of working out the specification, de-
sign, and verification of a highly precise and richly
detailed set of interlocking concepts. What makes
software development difficult is its essential com-
plexity, conformity, changeability, and invisibility.
Computer programs are complex by nature. Even if
you could invent a programming language that op-
erated at the level of the problem domain, pro-
gramming would still be a complicated activity be-
cause you would still need to define relationships
between real-world entities precisely, identify ex-
ception cases, anticipate all possible state transi-
tions, and so on. Strip away the accidental work in-
volved in representing these factors in a specific
programming language within a specific operating
system, and you still have the essential difficulty of
developing and debugging the underlying real-
world concepts.

Additional complexity arises from the fact that
software cannot be created in isolation, but must
conform to real-world constraints such as pre-exist-
ing hardware, third-party components, government
regulations, and legacy data formats. The software
designer often faces inflexible, external factors that
limit the extent to which complexity can be reduced.

Another source of complexity is software’s
changeability. The more successful a program is, the
more uses people will find for it, and the more it will
be adapted beyond the domain for which it was
originally intended.E
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A final source of software complexity arises from
software’s inherent invisibility. Software can’t be rep-
resented with geometric models. Attempts to geo-
metrically represent even simple, static logic flow
quickly become absurdly complicated, as anyone
who has ever tried to draw a full flow chart for even
a relatively simple program will attest. Adding to the
problem, software doesn’t exist meaningfully in sta-
tic form; it only exists meaningfully when it’s exe-
cuted. So even absurdly complicated geometrical rep-
resentations show software’s structure as simpler than
it really is because they ignore the time dimension.

Brooks argued that we’ve already made the major
gains in the accidental elements of software engi-
neering, such as the invention of high-level lan-
guages, movement to interactive computing from
batch processing, and development of powerful 
integrated environments. Any further order-of-
magnitude improvements can be made only by ad-
dressing software’s essential difficulties: the com-
plexity, conformity, changeability, and invisibility
inherent to software development.

SOFTWARE ENGINEERING PRINCIPLES

Knowledge that addresses what Brooks calls the
essential difficulty of software engineering is what
I think of as “software engineering principles.”
During the past 30 years, since the first NATO con-
ference on software engineering in 1968, the soft-
ware industry has come a long way in identifying
the essential knowledge that a software engineer
needs in order to develop software effectively.

How small was this body of knowledge in 1968?
Consider that the first fully correct binary search al-
gorithm was published just six years before the
NATO conference. C. Böhm and G. Jacopini published
the paper that made elimination of the goto and
structured programming possible only two years
before the conference (“Flow Diagrams, Turing
Machines, and Languages with Only Two Formation
Rules,” Communications of the ACM, May 1966, pp.
366-371). Edsger Dijkstra wrote his famous “GoTo
Statement Considered Harmful” letter to the editor
the same year as the conference (Communications
of the ACM, Vol. 11, 1968, pp. 147-148). Larry
Constantine, Glenford Myers, and Wayne Stevens
didn’t publish the first paper on structured design
until six years after the conference (“Structured
Design,” IBM Systems Journal, No. 2, 1974, pp. 115-

139). Tom Gilb published the first book on software
metrics three years later (Software Metrics, Winthrop
Publishers, 1977), and Tom DeMarco’s landmark
book on structured analysis didn’t appear until two
years after that (Structured Analysis and System
Specification, Prentice Hall, 1979). Anyone who tried
to identify a stable core of knowledge in 1968 would
have had their work cut out for them. Moreover, it’s
hard to find much knowledge that would have been
considered part of a “stable core” of software engi-
neering knowledge in 1968 that is still in use
today—perhaps only about 10 percent.

Think of this in terms of the total body of knowl-
edge needed to create a complex software system,
and the proportion of that body of knowledge that
is relatively stable—the part that is not going to be
obsolete within three years. As Figure 1 illustrates,
the stable core of software engineering knowledge
at the time of the 1968 NATO conference was rela-
tively small. Today, we still do not have perfect
knowledge of what is needed to develop software

Figure 1. Of the total body of knowledge

needed to create a complex software system in

1968, the stable core of knowledge—that part still

in use today—comprised only about 10 percent. 

Figure 2. Today, circa 2000, the stable core has

grown to about 75 percent of the total.

.
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effectively. As Figure 2 shows, I estimate that the
stable core now occupies perhaps 75 percent of
the knowledge needed to develop a software sys-
tem. But we probably don’t ever want a core that
makes up 100 percent of the body of knowledge;
that would indicate that software engineering had
reached a steady state and was immune to future
improvements.

Considered from the body-of-knowledge view-
point, I think we’ve made significant progress in the
areas Brooks refers to as the “essential difficulties”of
software development. We now have adequate or
good reference books on requirements develop-
ment, design, construction, testing, reviews, quality

assurance, software project management, algo-
rithms, and user interface design, just to name a few
topics, and new and better books that codify the
knowledge needed to be a software engineer are
appearing regularly. An investment in learning soft-
ware engineering principles is a particularly good
investment for a software professional to make be-
cause that knowledge will last a whole career.

As a software development professional, you
need knowledge of specific technologies to do
your job. But you need knowledge of software en-
gineering principles to do your job well. A contin-
uing pursuit of such knowledge is one mark of a
true professional. ❖
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