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I
like your columns, but they’re really all
just common sense,” a client told me.
He didn’t have a software background,
and my columns were his first introduc-
tion to systematic ways of understand-
ing software projects. To my chagrin,

the net effect of a well-written column ap-
peared to be that he thought software engi-
neering was trivial!

The idea that good software 
engineering “is all just common
sense” is one of my pet peeves. If
good software engineering were 
really all just common sense, we
should expect to see projects rou-
tinely meet their schedule and bud-
get targets and delight their end
users. I shouldn’t receive emails
every week that describe projects
that seem sensible initially but end
up failing dramatically.

A catalog of proverbs
How much does common sense tell us about

software engineering? Let’s look at several fa-
miliar proverbs and see how well they apply to
software.

Let sleeping dogs lie
This bit of common sense implies that is-

sues that aren’t currently causing problems
for a software project should be left alone.
Wait until the issues become problems, and
then worry about them. Don’t waste time
worrying about them prematurely. 

How true is this common sense when 
applied to software projects? A key success
factor in software project management is ac-
tive risk management, in which we proac-
tively search out sleeping dogs, poke and
prod them until they wake up, and then de-

liberately try to move them out of the pro-
ject’s way. Failure to actively manage risks is
one of the biggest contributors to software
project failure.1 Conversely, many authori-
ties cite active risk management as one of the
most significant contributors to software
project success.2,3 For example, the Software
Project Manager’s Network puts it first on
its list of 16 critical software practices.4 So
“let sleeping dogs lie” turns out to be 180
degrees wrong. The American sage Benjamin
Franklin assessed the software situation bet-
ter 200 years ago when he said, “A little 
neglect may breed great mischief.”

Two heads are better than one
This is an interesting adage if only because

it competes with another aphorism, “Too
many cooks spoil the broth.” Which is right in
our world? In the software engineering classic
The Mythical Man-Month, Fred Brooks argues
that one of the most difficult challenges on
large software projects is maintaining a soft-
ware design’s conceptual integrity. Brooks pro-
poses a Surgical Team–Chief Programmer
Team programming model, one of the main
benefits of which is that most design decisions
are made by one mind—the mind of the chief
programmer. In this context, two heads might
not be better than one; too many cooks might
indeed spoil the broth.

On the other hand, one of the most effec-
tive software engineering techniques is formal
inspection, which is based on the idea that a
reviewer can detect problems that the original
author of a work product will overlook. In-
spections are one of the techniques that have
indisputably proven their worth in practice,5

so these two commonsense sayings would
seem to be both right, and both wrong—
depending on the context.

“
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An ounce of prevention is worth a
pound of cure

The average project spends 40 to 80
percent of its total effort fixing defects.
Software industry research has gener-
ally found that upstream defect-
prevention work pays big dividends in
avoiding downstream rework. As I de-
scribed in my column in the previous
issue of IEEE Software, however, there
are limits to how much prevention any
project can stand. One contribution of
the agile-programming movement is to
cast a critical eye toward prevention
and ensure that projects do not spend
more on prevention than they would
need to spend on a cure. On balance, I
think this commonsense maxim does
apply to software, but we need to be
careful not to overextend it—that is,
“moderation in all things.”

He who hesitates is lost
The point of this maxim is to instill

a bias toward action. In software devel-
opment, a project’s success or failure is
often determined within the first 10 to
20 percent of its duration.6 Occasion-
ally, software projects become mired in
analysis paralysis—debating endless de-
sign alternatives, gold-plating project
plans, and so on. Regrettably, though,
more often they tend not toward analy-
sis paralysis but toward underplan-
ning.1 So, counter to this commonsense
adage, hesitating (or planning) is a sign
of a healthy, well-run project. In this
case, what is actually common sense is
unclear, because we again have dueling
maxims. For software, I prefer “look
before you leap” or, drawing on Ben-
jamin Franklin again, “failure to pre-
pare is preparing to fail.”

Spare the rod and spoil the child
This saying about disciplining chil-

dren is based on the belief that strictly
enforcing rules will produce well-
behaved children; leniency will pro-
duce spoiled, disobedient children. In
software, we commonly see managers,
customers, and marketing departments
who seem to take this proverb to heart.
They believe that coercing their devel-
opment teams into working longer
hours will produce the software in less
time. The highbrow management ver-

sion of this old chestnut is Parkinson’s
law, “work expands to fill available
time,” which I see used as justification
for numerous coercive and manipula-
tive management practices.

Here again, the commonsense guide-
line is diametrically opposed to the soft-
ware reality. Software design and con-
struction are highly contemplative,
internal activities. A developer must be
highly motivated to be able to do soft-
ware development work at all. One of
the most basic insights of motivation
research is that when a person tries to
apply external motivation to someone
who is already highly internally moti-
vated, internal motivation decreases.
So, the net effect of “using the rod” is a
reduction in internal motivation, and
the effect on productivity is a net loss.7

A final pearl
On the basis of these examples, com-

mon sense appears to not be a good
foundation for practicing software engi-
neering. If you think otherwise, you will
likely run afoul of another pearl from
Benjamin Franklin: “Life’s tragedy is
that we get old too soon and wise too
late.”

Making it look easy
With all these counterexamples,

why do intelligent people continue to
think good software engineering prac-
tices are just common sense?

After pondering this question for
the past 10 years, I have concluded that
the phenomenon is related to the no-
tion of conditional probability. Condi-
tional probability is the branch of
probability that deals with how the
likelihood of future events is related to
the occurrence of past events. If you
flip a coin, what are the odds of it com-
ing up heads 10 times in a row? The
odds are 1 in 2 raised to the 10th
power, or 1 in 1,024. But what if the
coin has already been flipped nine
times and come up heads each time?
The only remaining random event is
the last coin toss. The coin will either
come up heads, making 10 heads in a
row, or tails, making nine heads in a
row followed by one tail. Thus, the
conditional probability of a coin com-
ing up heads 10 times in a row, if it has
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already come up heads nine times in a
row, is 1 in 2, or 50 percent.

The claim that software engineering
is all common sense is related to this
idea. Once someone has explained the
concepts clearly, they all seem like com-
mon sense because the newcomers
don’t  have to explore all the answers
that sounded plausible but that turned
out to be wrong. They didn’t see the
many series of coin tosses in which we
got tails on the first, second, or third
toss. They’re only seeing the series from
the vantage point of already having
nine heads with one to go; they haven’t
banged their heads against the wrong
answers enough times to know just
how many wrong answers there are.

We can interpret the fact that people
think any part of software engineering
is commonsensical as a sign that the
field is maturing. A few effective prac-
tices are now being described so clearly
that they appear to be obvious. When
we get to the point that all of software

engineering appears to be trivial, we
will know the profession has really
come of age. 
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